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Abstract

In object-oriented software development, domain knowledge is implicitly present in the different models and in the head of the developers. We propose to use the Description Logic \textit{SHIQ} and extensions to make this knowledge explicit and to support the software modeler in using this knowledge.

1 Introduction

To be able to develop a software application, the software developer must have a thorough knowledge of the application domain. A domain is \textit{some area of interest and can be hierarchically structured} [10]. Domain knowledge \textit{specifies domain specific knowledge and information types that we want to talk about in an application} [10]. In this paper we will focus on how implicit domain knowledge can be made explicit and how this explicit knowledge can be used to support the software developer through the software development life cycle (SDLC).

Nowadays, the de-facto modeling language used in object-oriented development is the Unified Modeling Language (UML) [3]. The visual representation of the UML consists of several diagram types. Within the SDLC several levels of abstraction are used. In one abstraction level several kinds of UML diagrams are used, e.g., class diagrams, state diagrams, interaction diagrams. We will call one such layer a model of the application.

A lot of domain knowledge is implicitly and explicitly present in the models used throughout the SDLC and in the different UML diagrams. However this knowledge is not always entirely used. E.g., if the information provided by the class diagram is properly formalized, consistency of the class diagram and class consistency can be checked. The same is true for state diagrams, e.g., it is possible to check if only one transition can be taken out of a given state or to check if the state diagram is deadlock free. In this case, the explicit knowledge can be used to check consistency of a diagram. An example is given in section 3.2.

A lot of domain knowledge is only present in the head of the software developers or is
lost through the SDLC. To make this domain knowledge explicit, the Object Constraint Language (OCL) [4] can be used. OCL constraints can be used e.g. to specify class invariants on class diagrams or to specify guards on state diagrams. However, we also want to reason about these constraints and e.g. check the constraints w.r.t. the information present in one or more diagram types. We will use one language for this and translate the different diagrams and write the additional domain knowledge down in this language. This also allows the semantic linking of the different diagram types. For example, guards on a state diagram can be checked w.r.t. the knowledge present in class diagrams. An example is given in section 3.1.

As language we propose to use the $SHIQ$ Description Logic. In the next section, this choice is motivated and the translation of class diagrams, state diagrams and OCL constraints is briefly discussed. In section 3 examples are given of the use of explicit domain knowledge. Section 4 concludes this paper.

2 The Use of $SHIQ$

There are several reasons for choosing the Description Logic (DL) family to make more explicitly use of domain knowledge. Object-oriented programming languages originate from frame-based systems. Description logics are based on the same ideas as semantic networks and frames but provide these with exact semantics. DLs have already proven their use in knowledge representation and reasoning. A DL consists of a description language, a knowledge specification language and automatic reasoning procedures. The most important aspect is these automatic reasoning procedures. They allow to reason about the consistency of knowledge bases. Apart from their classical application in knowledge representation, they are used in various applications such as database applications [7] and as ontology language for the semantic web [8]. In the next subsections, we show the translation of UML class diagrams, state diagrams and constraints written in the Object Constraint Language (OCL) into the DL $SHIQ$. For the syntax and semantics of this DL we refer to [11]. In [6], class diagrams are translated and in [13], UML state diagrams and OCL expressions are translated into the DL $DL^R$. This DL is less expressive than $SHIQ$ and can be mapped to $SHIQ$. So, we will not have a detailed look at these translations, but only consider the mapping of the basic concepts of these diagrams.

2.1 Class Diagrams

- A class is represented by an $SHIQ$ concept.

- An attribute of a class is translated as a binary relation. To specify the type of the attribute, the value type restriction is used on that binary relation. E.g. an attribute $a$ of type $T$ of a class $C$ can be specified as follows: $C \sqsubseteq \forall a.T$. In UML it is possible to specify the multiplicity of an attribute of a class. This multiplicity $[i, j]$ can be expressed in $SHIQ$ by number restrictions. The multiplicity of the attribute $a$ can be asserted as follows:
$$C \subseteq (\geq i \ a.T) \cap (\leq j \ a.T).$$

- An operation of a class consists of an operation name, a parameter list \((P_1, \ldots, P_n)\) and a return list \((R_1, \ldots, R_m)\). This can be formalized as follows: \(C \subseteq \forall \text{op}(\exists P_1 \exists \ldots \exists P_n \exists R_1 \exists \ldots \exists R_m).\)

- UML associations (and aggregations) represent relationships between instances of classes. In most cases, associations are binary relations. These can be translated to \(SHIQ\) roles in a straightforward way. An UML association class can be represented by a concept with two binary relations and the extra constraint that only one instance of the association class can be present between any two participating objects, must also be asserted.

- Generalization is naturally supported in \(SHIQ\). The fact that the class B is a generalization of the class A can be expressed as follows: \(A \subseteq B.\)

### 2.3 OCL Constraints

We will only have a look at OCL basic types, because state-of-the-art DLs do not support this knowledge. For the translation of the collection types and the navigation paths we refer to [13]. In OCL the basic types are Integer, String, Boolean and Real. To be able to represent e.g. numerical knowledge, a DL must be extended with concrete domains [5]. OCL basic types can be represented by concrete datatypes and a mechanism can be provided to derive new datatypes as done in [11]. However, these concrete domains are unary. In [12], \(SHIQ\) is extended with one particular concrete domain, whose domain are the rationals and which has binary predicates \(\{\leq, \geq, \neq, =, <, >\}\) and unary predicates \(P_q\) for each \(q \in Q\) with \(P \in \{\leq, \geq, \neq, =, <, >\}\). The following concept: \(\text{Customer} \cap \exists \text{Age} \geq 18\) describes customers whose age is 18 or more. To be able to map OCL constraints to \(SHIQ\) expressions, this logic has to be extended with the appropriate concrete domains.

### 2.2 State Diagrams

A state is mapped onto a primitive concept in \(SHIQ\). A guard is a logical condition and is translated as a logical expression of concepts. An event is also mapped onto a concept. A transition is a binary relation between two states, a start state and an end state. This is represented as a binary relation in \(SHIQ\) between the two involved concepts. Actions are modeled as part of the transition. In section 3.1, an example is given.

### 3 Examples

In this section we will give two examples of how \(SHIQ\) can be used to make knowledge explicit and how this knowledge can be used to support the software developer. In the first example, using the reasoning mechanisms of the DL the consistency is checked between a class diagram and a state diagram. In the second example, implicit knowledge is made explicit which enables a more thorough support for the modeler.
3.1 Consistency between Several UML Diagram Types

$SHIQ$ has been implemented in efficient DL systems such as FaCT [2] and RACER [1]. We will use here the FaCT system. In figure 1 a class diagram is shown consisting of the classes Order, Customer, Corporate, Card, Visa and AE. The Order class has two attributes, cust and payment. The attribute cust indicates the kind of Customer associated with the Order. A Customer can be a Corporate customer. The attribute payment indicates which kind of Card is used. A card can be a Visa or an AE (American Express) card. The OCL class invariant indicates that a corporate customer can only pay with a Visa card. This class invariant must be true at any moment in time. Next to this class diagram, a piece of the state diagram for the Order class is shown. To be able to go from the start state to the Checkpayment state, the specified guard should be true. However this guard is in contradiction with the OCL class invariant. So, it is not possible to go from the start state to the Checkpayment state. This

Figure 1: Class Diagram and State Diagram.

Figure 2: A FaCT session.
can be checked by FaCT. In figure 2 the translation of the class diagram and state diagram is shown. If these definitions are checked on consistency as done in the session in figure 2 by calling the classify-tkb procedure, the system reports the inconsistency of the Order concept.

This lets us conclude that the different translations will enable us to couple the class diagrams, corresponding state diagrams and OCL constraints in a model.

3.2 Making Implicit Knowledge in UML Class Diagrams Explicit

Consider the organization hierarchies in figure 3 [9]. The operating units of the organization are divided in regions and these are divided in Divisions which are divided in sales offices. This structure can be modeled by the first class diagram of figure 3. However, if the organization changes, the model must be changed. Another model which is simpler to change is presented in the second class diagram of figure 3. However by modeling the organization structure in that way, some knowledge is made implicit, i.e.: 1. An operating unit cannot have a parent. 2. The parent of a region must be an operating unit. 3. The parent of a division must be a region. 4. The parent of a sales office must be a division. This knowledge is made explicit again by writing it down in SHIQ together with the translation of the class diagram. This explicit domain knowledge enables the support of the modeling of software applications. For example, while modeling the application, the underlying reasoning mechanism notifies if one of the rules is being violated.

Figure 3: Explicit Knowledge made Implicit and vice versa.

4 Discussion and Future Work

Our goal is to build an intelligent modeling tool which enables to make implicit knowledge explicit and to use this knowledge to support the designer in designing software applications. The formal framework underlying this tool will be based on DL. This provides the developer with the necessary reasoning capabilities enabling the reasoning about different models and phases of the SDLC. This has the advantages that the co-evolution of the different phases of the SDLC is more guaranteed, reuse and adaptability of software is improved and the understandability of the software designs increases.

\footnote{FaCT does not provide any explanation of its inferences, although this would be useful in software modeling.}
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